# Inheritance: Extending Classes

The C++ classes can be reused in several ways. Once a class has been written and tested, it can be adapted by other programmers to suit their requirements. This is basically done by creating new classes, reusing the properties of the existing ones. **The mechanism of deriving a new class from an old one is called *inheritance (or derivation).* The old class is referred to as the *base class* and the new one is called the *derived class or subclass.***

The derived class inherits some or all of the traits from the base class. A class can also inherit properties from more than one class or from more than one level.

*A derived class with only one base class, is called* ***single inheritance*** *and one with several base classes is called* ***multiple inheritance****. On the other hand, the traits of one class may be inherited by more than one class. This process is known as* ***hierarchical inheritance****. The mechanism of deriving a class from another 'derived class' is known* ***as multilevel inheritance.***

Figure 8.1 shows various forms of inheritance that could be used for writing extensible programs.
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\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# DEFINING DERIVED CLASSES

A derived class can be defined by specifying its relationship with the base class in addition to its own details. The general form of defining a derived class is:

**class derived-class-name : visibility-mode base-class-name**

**{**

***:::::::::::::::::::::::://*members of derived class**

**} ;**

**The colon indicates that the *derived-class-name* is derived from the *base-class-name.* The *visibility-mode***is optional and, if present, may be either private or public. The default visibility- mode is private. Visibility mode specifies whether the features of the base class are *privately derived or publicly derived.*

Examples:

**class ABC: private XYZ *II private derivation***

**{**

**members of ABC**

**} ;**

**class ABC: public XYZ *II public derivation***

**{**

**members of ABC**

**} ;**

**class ABC: XYZ *II private derivation by default***

**{**

**members of ABC**

}

In inheritance,some of the base class data elements and member functions are 'inherited' into the derived class. We can add our own data and member functions and thus extend the functionality ofthe base class. Inheritance, when used to modify and extend the capabilities of the existing classes, becomes a very powerful tool for incremental program development.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# SINGLE INHEIRITANCE

**A derived class with only one base class, is called *single inheritance***. The below Program shows a base class B and a derived class D. The class B contains one private data member, one public data member, and one public member functions. The class D contains one private data member and one public member functions.

#include<iostream.h> class B

{

int a; / / *private; not inheritable*

public:

int b; //*public; ready for inheritance*

void display()

{

cout<< ―a=‖<<a<<endl; cout<< ―a=‖<<a<<endl;

}

};

class D : **public** B // *public derivation*

{ public:

int c;

void show()

{

cout<< ―c=‖<<c<<endl;

}

} ;

main()

{

D d;

//d.a=10; // Not possible, because ‗a‘ is private data d.b=20;

* 1. =30;
  2. isplay();

d.show();

}

**OUTPUT:**

**a=1042 //because ‗a‘ cannot be accessible b=20**

**c=30**

The class D is a public derivation of the base class B. Therefore, D inherits all the **public** members of B and retains their visibility. Thus a **public** member of the base class B is also a public member of the derived class D. The **private** members of B cannot be inherited by D.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Let us now consider the case of private derivation.**

#include<iostream.h> class B

{

int a; / / *private; not inheritable*

public:

int b; //*public; ready for inheritance*

void display()

{

cout<< ―a=‖<<a<<endl; cout<< ―a=‖<<a<<endl;

}

};

class D : **private** B // *public derivation*

{ public:

int c;

void show()

{

cout<< ―c=‖<<c<<endl;

}

} ;

main()

{

D d;

//d.a=10; // Not possible, because ‗a‘ is private data

//d.b=20; //Not accessible , because *b has become private*

d.c=30;

//d.display(); //Not accessible d.show();

}

**OUTPUT:**

**c=30**

In **private** derivation, the **public** members of the base class become **private** members of the derived class. Therefore, the objects of **D** can not have direct access to the public member functions of **B**.

Suppose a base class and a derived class define a function of the same name. What will happen when a derived class object invokes the function? In such cases, the derived class function supersedes the base class definition. The base class function. will be called only if the derived class does not redefine the function.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# MAKING A PRIVATE MEMBER INHERITABLE

We have just seen how to increase the capabilities of an existing class without modifying it. We have also seen that a private member of a base class cannot be inherited and therefore it is not available for the derived class direct! **'What do we do if the private data needs to be inherited by a derived class?** This can be accomplished by modifying the visibility limit of the private member by making it public. This would make it accessible to all the other functions of the program, thus taking away the advantage of data hiding.

C++ provides a **third *visibility modifier,* protected.** A member declared as protected is accessible by the member functions within its class and any class *immediately* derived from, it. It *cannot* be accessed by the functions outside these two classes. A class can now use all the three visibility modes as illustrated below:

class alpha

{

private:

....................... / / *optional*

/ / *visible to member functions within its class*

protected:

........................ / / *visible to member functions of its own and derived class*

public:

*};*

....................... // *visible to all functions in the program*

When a **protected** member is inherited in **public** mode, it becomes **protected** in the derived class too and therefore is accessible by the member functions of the derived class. It is also ready for further inheritance . A **protected** member, inherited in the **private** mode derivation,becomes private in the derived class. Although it is available to the member functions of the derived class, it is not available for further inheritance (since **private** members cannot be inherited).

It is also possible to inherit a base class in protected mode (known as *protected derivation).* In protected derivation, both the **public** and protected members of the base class become protected members of the derived class.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# MULTILEVEL INHERITANCE

A class can be derived from another derived class is known as multilevel inheritance. The class A serves as a base class for the derived class B, which in turn serves as a base class for the derived class C. The class B is known as *intermediate* base class since it provides a link for the inheritance between A and C. The chain **ABC** is known as *inheritance path.*

A derived class with multilevel inheritance is declared as follows:

class A

{

... .. ...

};

class B: public A

{

... .. ...

};

class C: public B

{

... ... ...

};

Here, class B is derived from the base class A and the class C is derived from the derived class B.

## Example 1: C++ Multilevel Inheritance

#include <iostream>

using namespace std;

class A

{

public:

void display()

{

cout<<"Base class content.";

}

};

class B : public A

{

};

class C : public B

{

};

int main()

{

C obj;

obj.display();

return 0;

}

**Output**

Base class content.

In this program, class C is derived from class B (which is derived from base class A).

The obj object of class C is defined in the main() function.

When the display() function is called, display() in class A is executed. It's because there is no display() function in class C and class B.

The compiler first looks for the display() function in class C. Since the function doesn't exist there, it looks for the function in class B (as C is derived from B).

The function also doesn't exist in class B, so the compiler looks for it in class A (as B is derived from A).

If display() function exists in C, the compiler overrides display() of class A (because of [member function overriding](https://www.programiz.com/cpp-programming/function-overriding)).

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# MULTIPLE INHERITANCE

**A class can inherit the attributes of two or more classes is known as *multiple inheritance****.* Multiple inheritance allows us to combine the features of several existing classes as a starting point for defining new classes.

**The syntax of a derived class with multiple base classes is as follows:**

**Class D: visibility B1, visibility B2, ....**

**{**

**...............**

**...............(Body of D)**

**}**

Where visibility may be either public or private. The base classes are separated by commas.

**Example:**

![C++ Multiple Inheritance Example](data:image/jpeg;base64,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)

## Example 2: Multiple Inheritance in C++ Programming

This program calculates the area and perimeter of an rectangle but, to perform this program, multiple inheritance is used.

#include <iostream>

using namespace std;

class Mammal {

public:

Mammal()

{

cout << "Mammals can give direct birth." << endl;

}

};

class WingedAnimal {

public:

WingedAnimal()

{

cout << "Winged animal can flap." << endl;

}

};

class Bat: public Mammal, public WingedAnimal {

};

int main()

{

Bat b1;

return 0;

}

**Output**

Mammals can give direct birth.

Winged animal can flap.

# Ambiguity Resolution in Inheritance

Occasionally, we may face a problem in using the multiple inheritance, when a function with the same inheritance appears in more than one base class. **Consider the following two classes.**

class M

{

public:

void display(void)

{

cout « "Class M\n";

}

} ;

class N

{

public:

void display(void)

{

cout « "Class N\n";

}

} ;

class P : public M, public N

{

public:

void display(void)

{

Which display() function is used by the derived class when we inherit these two classes? We can solve this problem by defining a named instance within the derived class, using the class resolution operator with the function as shown below:

class P : public M, public N

{

public:

void display(void) // *overrides display() of M and N*

{

M :: display();

}

} ;

**We can now use the derived class as follows:**

int main()

{

P p;

p . display();

}

Ambiguity may also arise in single inheritance applications. For instance, consider the

following situation: class A

{

*public:*

*void display()*

{ cout<<‖A‖<<endl;

}

};

class B : public A

{

public:

void display()

{

cout « "B:<<endl;

}

} ;

In this case, the function in the derived class overrides the Inherited function and, therefore, a simple call to **display()** by B type object will invoke function defined in B only. However, we may invoke the function defined in A by using the scope resolution operator to specify the class.

Example: int main()

{

B b; *//* derived class object

b . display () ; *//*invokes display() in B b . A: : d i s play () ; *//*invokes display() in A b . B: : d i s play () ; *//* invokes display() in B

}

**This will produce the following output:**

**B**

**A B**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

# HIERARCHICAL INHERITANCE

One class may be inherited by more than one class. This process is known as *hierarchical inheritance.*The base class will include all the features that are common to the subclasses. A subclass can be constructed by inheriting the properties of the base class. A subclass can serve as a base class for the lower level classes and so on.

### Syntax of Hierarchical Inheritance

class base\_class {

... .. ...

}

class first\_derived\_class: public base\_class {

... .. ...

}

class second\_derived\_class: public base\_class {

... .. ...

}

class third\_derived\_class: public base\_class {

... .. ...

}

**Example :**

|  |
| --- |
| // C++ program to implement  // Hierarchical Inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };      // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Car obj1;      Bus obj2;      return 0;  } |

**Output :**

This is a Vehicle

This is a Vehicle

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

# HYBRID INHERITANCE

There could be situations where *We* need to apply two or more types of inheritance to design

a program.

|  |
| --- |
| // C++ program for Hybrid Inheritance    #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };    //base class  class Fare  {      public:      Fare()      {          cout<<"Fare of Vehicle\n";      }  };    // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle, public Fare  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Bus obj2;      return 0;  } |

**Output:**

This is a Vehicle

Fare of Vehicle

The example illustrates the implementation of both multilevel and multiple inheritance.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# VIRTUAL BASE CLASSES

Consider a situation where all the three kinds of inheritance, namely, multilevel, multiple and hierarchical inheritance, are involved. This is illustrated in Fig. 8.12. The 'child' has two *direct base classes* 'parent1' and 'parent2' which themselves have a common base class grandparent'. The 'child' inherits the traits of 'grandparent' via two separate paths. It can also inherit directly as shown by the broken line. The 'grandparent' is sometimes referred to as *indirect base class.*

Parent 2

Child

Grandparent

Parent 1

**Fig. 8.1 2***Multipath inheritance*

All the public and protected members of ‗grandparent' are inherited into 'child' twice, first via 'parent1' and again via parent2'. This means, 'child' would have *duplicate* sets of the members inherited from 'grandparent'. This introduces ambiguity and should be avoided.

**The duplication of inherited members due to these multiple paths can be avoided by making the common base class (ancestor class) as *virtual base class* while declaring the**

Direct or intermediate base classes as shown

Class A //grandparent

{

.............

............

};

Class B1:virtual public A //parent1

{.............

................

};

Class B2: public virtual A //parent2

{

................

................

};

Class C: public B1,public B2 //child

{

.............. //only one copy of A will be inherited

.............

};

When a class is made a **virtual** base class, C++ takes necessary care to see that only one copy of that class is inherited, regardless of how many inheritance paths exist between the virtual base class and a derived class.

### Example using virtual base class

#include<iostream.h>

#include<conio.h>

class ClassA

{

public:

int a;

};

class ClassB : **virtual** public ClassA

{

public:

int b;

};

class ClassC : **virtual** public ClassA

{

public:

int c;

};

class ClassD : public ClassB, public ClassC

{

public:

int d;

};

void main()

{

ClassD obj;

obj.a = 10; **//Statement 1**

obj.a = 100; **//Statement 2**

obj.b = 20;

obj.c = 30;

obj.d = 40;

cout<< "\n A : "<< obj.a;

cout<< "\n B : "<< obj.b;

cout<< "\n C : "<< obj.c;

cout<< "\n D : "<< obj.d;

}

**Output :**

A : 100

B : 20

C : 30

D : 40

According to the above example, **ClassD** have only one copy of **ClassA** and statement 4 will overwrite the value of **a**, given in statement 3.

![Cpp-Virtual-Base-Class.png](data:image/png;base64,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)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# ABSTRACT CLASSES

An *abstract class* is one that is not used to create object . An abstract class is designed only to act as a base class (to be inherited by other classes). It is a design concept in program development and provides a base upon which other classes may be built.

#include<iostream.h>

#include<conio.h>

class BaseClass **//Abstract class**

{

public:

**virtual** void Display1()**=0;** **//Pure virtual function or abstract function**

**virtual** void Display2()**=0;** **//Pure virtual function or abstract function**

void Display3()

{

cout<<"\n\tThis is Display3() method of Base Class";

}

};

class DerivedClass : public BaseClass

{

public:

void Display1()

{

cout<<"\n\tThis is Display1() method of Derived Class";

}

void Display2()

{

cout<<"\n\tThis is Display2() method of Derived Class";

}

};

void main()

{

DerivedClass D;

D.Display1(); **// This will invoke Display1() method of Derived Class**

D.Display2(); **// This will invoke Display2() method of Derived Class**

D.Display3(); **// This will invoke Display3() method of Base Class**

}

**Output :**

This is Display1() method of Derived Class

This is Display2() method of Derived Class

This is Display3() method of Base Class

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# CONSTRUCTORS IN DERIVED CLASSES

One important thing to note here is that, as long as no base class constructor takes any arguments, the derived class need not have a constructor function. However, if any base class contains a constructor with one or more arguments, then it is *mandatory* for the derived class to have a constructor and pass the arguments to the base class constructors. Remember, while applying inheritance we usually create objects using the derived class. Thus, it makes sense for the derived class to pass arguments to the base class constructor. When both the derived and base classes contain constructors, the base constructor is executed first and then the constructor in the derived class is executed.

In case of multiple inheritance, the base classes are constructed *in the order in which they appear in the declaration of the derived class.* Similarly, in a multi level inheritance, the constructors will be executed *in the order of inheritance.*

Since the derived class takes the responsibility of supplying initial values to its base classes,

we supply the initial values that are required by all the classes together, when a derived class object is declared. How are they passed to the base class constructors so that they can do their job? C++ supports a special argument passing mechanism for, such situations.

The constructor of the derived class receives the entire list of values as its arguments and passes them on to the base constructors in the order in which they are declared in the derived class. The base constructors are called and executed before executing the statements in the body of the derived constructor.

**The general form of defining a derived constructor is:**

Derived-constructor *(*Arglist1,Arglist2,........ ArglistN, Arglist D ):

base1(arglist1), base2 (arglistst2),

::::::::::::::::::::

baseN(arglistN),

{ body of derived constructor

}

The header line of *derived-constructor* function contains two parts separated by a colon(:) The first part provides the declaration of the arguments that are passed to the *derived· constructor* and the second part lists the function calls to the base constructors.

*base1(arglist 1), base2(arglist2)* are function calls to base constructors base1(), base2(),

... and therefore *arglist1 , arglist2,* etc. represent the actual parameters that are passed to

the base constructors. *Arglist1* through *ArglistN* are the argument declarations for base constructors *base1* through *baseN. Arglist D* provides the parameters that are necessary to initialize the members of the derived class.

Example:

D(int a1 , int a2, float b1, float b2, int d1 ) : A(a1, a2),

/\* call to constructor A \*/

B(b1, b2) */\** call to constructor B \*/

{

d = d1; / / *executes its own body*

}

A(a1, a2) invokes the base constructor A() and B(bl, b2) invokes another base constructor B(). The constructor D() supplies the values for these four arguments. In addition, it has one argument of its own. The constructor D() has a total of five arguments. DO may be invoked as follows:

D.objD(5, 12, 2.5, 7.54, 30);

These values are assigned to various parameters by the constructor DO as follows: 5 – a1

12 – a2

2.5—b1

7.54—b2

30 – d1

The constructors for virtual base classes are **invoked before any non-virtual base classes**.

If there are multiple virtual base classes, they are invoked in the **order in which they are declared**. Any non-virtual bases are then constructed before the derived class constructor is executed. See Table 8.2.

**Table 8.2 Execution of Base Class Constructors**

|  |
| --- |
| **Method of inheritance Order of execution**  Class B: public A A( ) ; base constructor  { B( ) ; derived constructor  };  class A : public B, public C B ( ) ; base(first)  { C( );base(second)  }; A( ) ; derived  class A : public B. virtual public C  {}; C( ) ; virtual base  B();ordinary  base A( ) ; derived |

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

# CONSTRUCTORS IN DERIVED CLASS

#include <iostream> us i ng names pace std;

class alpha

{

int X; public:

alpha(int i)

{

x = i;

cout « "alpha initialized \n";

}

void show\_x(void)

{ cout « "x = " « X « "\n"; }

} ;

Class beta

{

float y;. public:

beta(float j)

{

y = j;

cout « "beta initia1ized \n";

}

void show\_y(void)

{ cout «"y ="« y« "\n"; }

} ;

class gamma: public beta,public alpha

{

int m, n;

public:

gamma(int a,float b,int c,int d):

alpha(a), beta(b)

{ m=c;

n = d;

cout « "gamma initialized \n";

}

void show\_mn(void)

{

cout << "m = " « m « "\n"

cout<< "n = " << n « "\n";

}

} ;

int main()

{

gamma g(5,10.75,20,30);

g.show\_x();

g.show\_y();

g.show\_mn();

}

**The output of Program 8.7 would be:**

**Beta initialized alpha initialized gamma initialized x=5**

**y=10.75 m=20 n=30**

**beta** is initialized first,. although it appears second in the derived constructor. This is because it has been declared first in the derived class header line.

Also, note that

**alpha(a)** and **beta(b**) are function calls. Therefore, the parameters should not include types.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

# MEMBER CLASSES: NESTING OF CLASSES

C++ supports yet another way of inheriting properties of one class into another. This approach takes a view that an object can be a collection of many other objects. That is, a class can contain objects of other classes as its members as shown below:

class alpha { .... };

class beta { .... }; class gamma

{

alpha a; *II a* is *an object of alpha class*

beta b; *II b* is *an object of beta class*

...........

} ;

All objects of **gamma** class will contain the objects a and b. This kind of relationship is called ***containership* or *nesting****.* Creation of an object that contains another object is very different than the creation of an independent object. An independent object is created by its constructor when it is declared with arguments. On the other hand, a nested object is created in two stages. First, the member objects are created using their respective constructors and then the other 'ordinary' members are created. This means, constructors of all the member objects should be called before its own constructor body is executed. This is accomplished using an initialization list in the constructor of the nested class.

**Example: class** gamma

{

al pha a; *II a* is *an object of alpha class*

beta b; *II b* is *an object of beta class*

public:

gamma(arglist): a(arglist1), b(arglist2)

{

*I I constructor .body*

, ,.

}

} ;

*arglist* is the list of arguments that is to-be,supplied when a **gamma** object is defined. These parameters are used for initializing the members of **gamma.** *Arglist1* is the argument list for the constructor of a and *arglist2* is the argument list for the constructor of b. *Arglist1* and *arglist2* may or may not use the arguments from *arglist.* Remember, *a(arglistl)* and *b(arglist2)* are function calls and therefore the arguments do not contain the data types, They are simply variables or constants.

|  |
| --- |
| #include <iostream.h> class Nest { public: class Display { private: int s; public: void sum( int a, int b) { s =a+b; } void show( ) { cout << "\nSum of a and b is:: " << s;} }; }; void main() { Nest::Display x; x.sum(12, 10); x.show(); } |

**Result :**

Sum of a and b is::22
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**Pitfalls of operator overloading and conversion**

1. Use similar meanings:

We cannot change the basic meaning of an operator. That is to say, we cannot redefine the plus( +) operator to subtract one value from the other.

1. Use similar syntax:

Overloaded operators follow the syntax rules of the original operators. They cannot be overridden. Some syntactical characteristics of operators cannot be changed even if we want to.

If a and b are basic types, the assignment operator in the statement, a += b;

sets a=a+b;

Any overloaded version of this operator cannot be used in a operator overloading.

It can be

written only as, a = a+ b;

1. Show restraint:

If the number of operators grows too large, then listing becomes less readable. So when the usage is in doubt, use a function instead of an overloaded operator, since a function name can state its own purpose.

For example, if you write a function to find the left side of a string, then it is better to use getleft() than trying to overload some operator like && to do the same thing.

1. Avoid Ambiguity:

Suppose you use both a one argument constructor and a conversion function to perform the same conversion , then the compiler does not know what to do, and will signal an error. So avoid using same conversion in more than one way.

1. All operators cannot be overloaded:

The operators such as , member access ordot operator(.), the scope resolution operator(::) , the condi tional operator(?:) , pointer to the member operator (→) cannot be overloaded.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*